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Abstract

Large language models (LLMs) have acquired the ability to solve general tasks by
utilizing instruction finetuning (IFT). However, IFT still relies heavily on instance
training of extensive task data, which greatly limits the adaptability of LLMs
to real-world scenarios where labeled task instances are scarce and broader task
generalization becomes paramount. Contrary to LLMs, humans acquire skills
and complete tasks not merely through repeated practice but also by understand-
ing and following instructional guidelines. This paper is dedicated to simulating
human learning to address the shortcomings of instance training, focusing on in-
struction learning to enhance cross-task generalization. Within this context, we
introduce Task Adapters Generation from Instructions (TAGI), which automati-
cally constructs the task-specific model in a parameter generation manner based
on the given task instructions without retraining for unseen tasks. Specifically,
we utilize knowledge distillation to enhance the consistency between TAGI de-
veloped through Learning with Instruction and task-specific models developed
through Training with Instance, by aligning the labels, output logits, and adapter
parameters between them. TAGI is endowed with cross-task generalization capabil-
ities through a two-stage training process that includes hypernetwork pretraining
and finetuning. We evaluate TAGI on the Super-Natural Instructions and P3
datasets. The experimental results demonstrate that TAGI can match or even out-
perform traditional meta-trained models and other hypernetwork models, while
significantly reducing computational requirements. Our code will be available at
https://github.com/Xnhyacinth/TAGI.

1 Introduction

Large language models (LLMs) have acquired the ability to solve general tasks by utilizing instruc-
tion finetuning (IFT), which describes different tasks in the same natural language format [3; 6; 23].
However, IFT still relies heavily on instance training of extensive task data {(Description, [Demostra-
tions], Source, Target)} [37; 39], which faces significant limitations in adapting LLMs to real-world
scenarios where labeled task instances are scarce and broader task generalization becomes paramount.

Therefore, for better cross-task generalization, the "zero-shot" learning ability of LLMs is crucial for
real-world applications: models learned with instructions can achieve non-trivial performance on
unseen tasks with just a single instruction that provides a comprehensive description of the task (e.g.,
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"You will be given sentences in which your task is to recognize the name of a person."). Traditionally,
achieving this capability involves meta-training the model by associating each input with specific
task instructions [21; 37]. For example, GPT-3 [25] has demonstrated strong "zero-shot" capabilities
through meta-training. However, these methods heavily depend on the foundation model’s abilities
and are inefficient for various unseen tasks [22; 44], as they require reprocessing extensive task
instructions and some supplementary task data (e.g., examples from few-shot instances) for each
input (see the top of Figure 1).
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structions efficiently, reducing redundant com-
putations [27]. However, these methods heavily Figure 1: Comparison of the typical Training with
depend on a substantial corpus of training in- Instance and the proposed Learning with Instruc-
stances, which can hinder their capacity to effi- tion: The former involves training the model at the
ciently learn and construct task-specific models instance level with parameter updates, while the
based on provided instructions [13]. latter generates a task-specific adapter at the task
level with parameter generation.

In fact, contrary to LLMs, humans acquire skills
and complete tasks not only through repeated practice but also by understanding and following
instructional guidelines [15]. For example, a tourist with basic knowledge of riding vehicles can
easily learn to use new ones abroad for the first time with the help of travel guides. This paper aims
to mimic the way humans learn skills by understanding instructions. This shift represents a modest
evolution in task model construction, transitioning from traditional instance training models to a
contemporary approach focused on instruction learning. By providing task instructions, the novel
paradigm offers an automated solution for generating task-specific adapters and seamlessly integrating
them into the base model. This approach aims to streamline the development of task-specific models
while enhancing their ability to generalize across diverse tasks with instructions.

Guided by this goal, we introduce Task Adapters Generation from Instructions (TAGI), which
converts instructions to task-specific adapters using a hypernetwork. Under the knowledge distillation
framework [10; 36], we enable models to the "Learning with Instruction" paradigm in a manner
analogous to the "Training with Instance" paradigm. TAGI will enhance the alignment between the
task-specific model 6, (acting as the teacher) and the vanilla LLM 6, combined with the generated
task adapters Ay (acting as the student) (see the bottom of Figure 1). This alignment is achieved
not only through instance training but also by incorporating parameter learning for task-specific
models based on instructions. Specifically, we align the student under two distinct paradigms,
encompassing not just the targets and logits, but also the adapters’ parameters by an L2 regularization
within instruction, which represents the enhancement of the understanding of instructions and the
ability to generate more efficient task-specific adapters. Moreover, TAGI endows the model with
task generalization capabilities through a two-stage training process: hypernetwork pretraining on
standard text pretraining data (e.g., C4 [29]), followed by finetuning on meta-training tasks. This
allows it to generalize effectively across unseen tasks without sacrificing performance.

We evaluate TAGI on the Super-Natural Instructions (SNI) [37] and P3 [30] datasets. Experimental
results demonstrate its ability to effectively generate adapters for unseen tasks, surpassing meta-
trained models by 2% in SNI and 5% in P3, while significantly reducing computational demands
by 60%, and outperforming other hypernetwork models by 7%. Notably, our method does not
require additional parameter updating or gradient back-propagation, and it avoids the inefficiency of
repeatedly encoding instructions during inference. We summarize our contributions as follows:

* We propose a novel model construction paradigm by imitating human learning abilities, Learning
with Instruction, for the cross-task generalization of the LLMs. To the best of our knowledge, it is
the first time that a task-specific model has been generated based on instruction learning, and its
capabilities and parameters are distilled from a teacher model trained on instance learning.
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* We used a knowledge distillation framework to develop task-specific models within the instruction
learning paradigm. By aligning model parameters comprehensively, the TAGI method improves the
model’s ability to understand instructions and solve unseen tasks more accurately and efficiently.

» Comprehensive quantitative and qualitative assessments have highlighted the effectiveness of TAGI
on two publicly available large-scale instruction datasets, with lower inference costs.

2 Related Work

TAGI draws inspiration from previous research on instruction following, hypernetworks and knowl-
edge distillation. In this section, we will delve into the pioneering work in these areas.

Instruction Following is often used to evaluate the cross-task generalization of LLMs, and it is
dedicated to handling any task described in natural language. Recent findings suggest that additional
finetuning of LLMs with instructions substantially improves their zero-shot capabilities [6; 38; 39].
Moreover, large-scale multi-task meta-training has been shown to equip models with the ability to
address new tasks in zero- or few-shot scenarios, facilitated by standard task formats and prompts
[30; 44] alongside providing concise task instructions and select examples [24; 37]. However, the
instructions and examples can significantly escalate the computational burden compared to task-
specific models. Existing works attempt to mitigate this issue involved creating adapters to separately
process instructions and examples [13; 42] with reduced performance. To overcome these limitations,
we introduce a new paradigm that draws on instruction-based learning, simulating instance training
to enhance the perception and processing capabilities of LLMs for handling unseen tasks.

Hypernetworks [8; 3 1] are neural networks that generate weights for other neural networks [4], which
are designed to use fewer parameters to dynamically build task-specific models [9; 33]. Notable works
such as HyperTuning [27], HINT [13], and Hypter [42] have all adopted hypernetworks to convert
task instructions and demonstrations into adapters for LLMs. And MEND [5] utilizes hypernetworks
to compress demonstrations for distilled vectors. Although they all avoided processing lengthy
instructions repeatedly and utilized adapters to make training and testing more cost-effective [19], they
still have a performance loss compared to meta-training [7]. The proposed method TAGI incorporates
the utilization of hypernetworks, which are instrumental in generating task-specific adapters that are
seamlessly integrated into LLMs. Compared to existing models based on hypernetworks, TAGI not
only trains at the instance level but also incorporates knowledge distillation to supervise the adapters
generated by hypernetworks, thereby achieving both efficiency and effectiveness.

Knowledge Distillation is a technique where a smaller model (student) learns to mimic the predictions
of a larger model (teacher), aiming to retain performance while reducing computational resources
[10]. Indeed, the application of knowledge distillation is the essential difference between the proposed
method in this paper and other hypernetwork-based methods such as HINT [13] and Hypter [42].
Recently, some works [32] utilize knowledge distillation to finetune small language models such as
TS5 [29], enabling them to act as LLMs with pre-prompting without any given prompts. Compared
with the typical knowledge distillation methods of LLMs, the proposed method TAGI in this paper
further utilizes model parameter alignment and aims to mimic another learning paradigm of human
skill learning. We not only calculate the Kullback-Leibler (KL) divergence [14] between teacher
and student models [10], but also compute the L2 regularization between the generated adapter by
instruction learning and task-specific models by instance training.

3 Methods

3.1 Problem Setting

Cross-task Generalization: Given a set of tasks T = {71, ..., 7T7—| }, where each task 7; contains a set
of (source, targer) samples D; = {(s1,t1), ..., (Sn, tn)}. We categorize these tasks into three distinct
non-overlapping groups for validating out-of-distribution generalization: meta-train (7,45, ), meta-
valid (Tyq154), and meta-test (7T;cs¢), assuming all tasks adhere to a text-to-text format. For example,
Tirain comprises tasks like translation and question answering, the 7414 and T;cs¢ encompass tasks
such as paraphrasing and natural language inference respectively. Within the 7;;.q:,, the goal is to
utilize the data for training and transfer knowledge to facilitate learning to resolve the test tasks.
For all methods discussed, aside from the original unsupervised pretraining of the language model
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Figure 2: Overview of TAGI. The hypernetwork takes instruction as input and generates adapters
subsequently integrated into the vanilla LLM, and constructed the task-specific model as student.
After training the task models through instances on multiple basic tasks as a teacher, TAGI constructs
task-specific models by aligning the labels, output logits, and adapter parameters between teacher and
student models. To improve compliance with task instructions and the efficacy of weight generation,
TAGI undergoes a two-stage hypernetwork training process: hypernetwork pretraining and finetuning.
a-c are random divisions of the sampled sentences from pretraining datasets.

backbone on separate corpora, the model learning primarily takes place through multi-task training
on the Tirqin.

3.2 Task Adapters Generation from Instructions (TAGI)

In this section, we will introduce the detailed method of TAGI. For each (unseen) task, TAGI consists
of two core components: a hypernetwork § 3.2.1 which receives task instructions and generates
parameter-efficient adapters, and a task-specific model which combines the vanilla LLM and the
generated adapters from hypernetwork.

Unlike traditional meta-training methods, we transition from training with instance to learning with
instruction, which not only addresses efficiency issues at the instance level but also incorporates
parameter alignment for the task-specific model parameters at the instruction level. Specifically,
the complete process is shown in Figure 2, we initially train the LoRA modules § 3.2.2 on various
upstream tasks (seen tasks) with task datasets of meta-train (7¢.q:). Specifically, for N distinct
upstream tasks, we independently train N LoRA modules, with each module denoted as A; for task
T; € T, presumed to represent the optimal model for its respective task. Subsequently, TAGI is
committed to building proprietary models for downstream tasks (unseen tasks). Its training process is
bifurcated into two primary phases: hypernetwork pretraining § 3.2.3 and hypernetwork finetuning
§ 3.2.4 which encompasses distillation and alignment.

3.2.1 Hypernetwork for Converting Instructions into LoORA

A pivotal element of our model is the hypernetwork that converts task instructions (descriptions
and demonstrations) into a parameter-efficient module. Our hypernetwork comprises two crucial
components: the encoder, derived from the vanilla LLM?, is designed to minimize encoding biases
by converting task instructions into a continuous contextual representation. This representation is then
fused with LLM input and concated with encoded input for the decoder. Additionally, the adapter
generator, utilizing a basic MLP design [18], is both lightweight and efficient, effectively converting
encoded instructions into parameter-efficient modules.

2We find that re-using the encoder from the vanilla LLM works well [13].
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Encoder: Prior studies simply concatenated encoded instructions with inputs, overlooking the
interactions between them. To address this, we integrated a hierarchical cross-attention layer into the
encoder of the LLM to refine the input representation with embedded instruction details. Specifically,
for an input x and its corresponding task instruction i,, we initially employ the encoder within the
hypernetwork to encode the instruction into representations I, € R**¢. Then, we feed the x into
the model and obtain the output representation S; from the self-attention sublayer in the [-th layer.
Ultimately, S; is processed through the [-th cross-attention layer, resulting in a text representation
that is enriched with instruction information:

F, = CrossAttentionLayer;(S;, I,;) (1)

where CrossAttentionLayer; conducts multi-head attention on the query, key, and value matrices,
followed by residual connection and layer normalization. The final input to the decoder is the
concatenation of the encoded instruction and the encoded fusion input, i.e., (I,; F;).

Adapter Generator: Considering the efficiency and effectiveness, we utilize a two-layer multi-layer
perceptron (MLP) to generate parameter-efficient modules (e.g., LoRA) for the encoded instruction.
To differentiate between the query Q and value V matrices as well as the layers, we introduce layer

ids idxl{Q’V} € {0,...,2 x #blocks} as positional information. We use a unique network for each
layer and share it between Q and V (i.e., one network is used for a certain layer LORA generation).

LoRA! %Y = MLP, (L., ; idx{®Y | idx2 = 21,idx) = 21 + 1) )
where LoRAlQ and LoRAlV are the [-th LoRA of Q and V, respectively.

3.2.2 LoRA Tuning for Task-specific Models

LoRA [12] efficiently reduces the number of trainable parameters by decomposing the update of
the LLLM’s attention weight matrix (denoted as Wy € R%**) into low-rank matrices. Specifically,
LoRA updates the weight matrix as Wy + 6W = W; + AB, with A € R?" and B € R"™**¥
being trainable low-rank matrices of rank r, significantly smaller in dimensions than d and k. We
finetune a robust baseline to derive the LoRA parameters A; for task-specific models for i-th task,
facilitating LLM instruction learning and parameter alignment. SNI is categorized into 60 types
based on task types, while P3 encompasses 36 categories, corresponding to 60 and 36 parameter
modules, respectively.

3.2.3 Hypernetwork Pretraining for Preliminary Generalization

Previous research [5; 27] has demonstrated that pretraining hypernetworks can substantially improve
the model’s cross-task generalization capabilities. Adhering to the HINT [13], we pretrain the
hypernetwork on C4 [29] before finetuning it on a diverse multi-task prompt dataset. As illustrated in
the right segment of Figure 2, given an input sequence, we partition it into randomly sized segments
a, b, and ¢, where a is fed into the hypernetwork, b into the LLM, and c is the segment to predict.
During this stage, training is conducted by minimizing the cross-entropy loss Lpreq, aiming to ensure
that the hypernetwork learns to recognize instructions to enhance generalization ability.

Epred = IOgP(LLM+Hypernetwork(a)) (C | b) 3
3.2.4 Hypernetwork Finetuning for Instruction Learning

At this stage, TAGI is finetuned on a multi-task prompt dataset, enabling it to learn the generation
of optimal parameters from task instructions, thereby ensuring effective generalization to future
unseen tasks. Similar to the pretraining phase, task instructions (alongside some few-shot samples)
replace a, the main input replaces b, and the target replaces c. In each iteration, the hypernetwork
generates LoRA parameters and encodes the instructions. LoRA is a parameter-efficient module (i.e.,
inserting into the model), and the encoded instructions are integrated with the encoder’s embeddings
for information fusion and concatenated with the fused encoding input during decoding. Beyond
the standard L.q, we employ knowledge distillation for instruction learning: a strong baseline
combining complete task instructions and input, serves as the teacher, while the model incorporating
generated LoRA parameters with the input, acts as the student. The KL divergence £y, measures
the discrepancy in word probability distributions between the two models as an implicit learning
outcome, and the MSE loss L;,s calculates the difference between the generated parameters and
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those of task-specific parameter-efficient modules as an explicit learning intermediate result. The
formulation of finetuning is as follows:

Lins = MSE(A;, Hypernetwork(a)) 4)
‘Ck] = KL(P(LLNH-Aq:)(x | (a; b)) H P(LLM-&-Hypernetwork(a))(x | b)) (5)
£ﬁnetune = Epred + )\lﬁkl + )\2£ins (6)

where a € T;, A; is the optimal LoRA modules of the i-th task, A; and Ao are the hyper-parameter to
control the importance of distillation in finetuning.

4 Experiments

We first present the datasets (§ 4.1) and baselines (§ 4.2) used in our evaluation and then discuss three
research questions (RQs):

RQI: Can the proposed instruction learning paradigm effectively learn the ability of instance training?
Can it support cross-task generalization of LLMs? (§ 4.4)

RQ2: How many foundation tasks does TAGI need to learn to achieve better results? (§ 4.5)
RQ3: What is the impact of different modules and learning stages on TAGI? (§ 4.7)

4.1 Datasets

To demonstrate the generality of our method, we evaluate our approach on two popular multi-task
instruction datasets’: Super-Natural Instructions (SNI) [37] and TO split of P3 (P3) [30].

SNI comprising over 1,600 task datasets, each dataset includes a task definition and a set of fixed
positive and negative demonstrations. We follow the previous research [13; 27] and examine two
settings: only using the task definition as the input to the hypernetwork (‘Def’), and using the
definition along with two few-shot positive examples (‘Def + 2 Pos”). We only use the English tasks
in the dataset and the model’s generation is evaluated on a set of 119 unseen tasks using ROUGE-L.

P3 composed of 62 task datasets, the TO model is trained with these tasks divided into meta-training
and meta-test sets. The format of the prompts takes into consideration 0-shot reasoning and typically
includes instructions or possible answer options. We follow the precedent work [4 1] by using the TO
training subset 36 tasks to train our model. The evaluation is conducted based on the accuracy scores
of multiple-choice questions for unseen 11 tasks in the meta-test set (MTest11).

4.2 Baselines

We compare the characteristics of Table 1: Compare the characteristics of all comparison meth-
TAGI against eight primary groups ods and the proposed TAGIL. More comparisons can be seen
of baselines (as shown in Table 1): /) in C.1.

No FT: models without finetuning. 2) Pre- Instr. Low Infer. Instr. Unseen
HyperTuning [27]: models that use Method Train  Fus. Cost Learning  Task
hypernetwork to convert demonstra-  Simple FT X v X X X
tions into adapters without instruction ~ TO[30]/ Tk-Instruct (371~ X ¢/ X X v
fusion. 3) Hypter [42]: models based ~ Hypter [42] 5 ; "; ; :;
on hypernetwork do not use pretrain- ~ HyperTuning [27]

. 4) HINT [131: del trai HINT [13] v X v X vv
ing. 4) [13]: models pretrain TAGI (Ours) v v v v vvv

hypernetwork and concat instruction.
5) TO and Tk-Instruct: strong base-
lines fully finetuned on P3 and SNI respectively with instruction concatenated. 6) Full FT: models
fineuned on target tasks. 7) Decoder-only model: decoder-only models fully finetuned like GPT-2
[28] and OPT [43]. 8) FiD-ICL [41]: ICL method use encoder intermediate fusion.

3We provide the full list of datasets and more details in the A.2.
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Table 2: RougeL results on Super-Natural Instructions. The best results are in bold, while the
second-best are underlined. *, T means that those results are from HINT [13] and [27] respectively,
"-" means not reported. | indicates that there is no parameter alignment loss in the hypernetwork
finetuning because the model is too large, leading to a significant amount of time required for LoORA
tuning for each task. The Average Relative FLOPs cost is calculated relative to Tk-Instruct. We use
the number of FLOPs required by each model to process one task (containing 100 examples).

Def (Zero-shot) Def + 2 Pos. (Few-shot) Avg. Rel.

Method Base (250M) XL (3B) XXL (11B) Base (250M) XL (3B) XXL (11B)  FLOPs
No FT 8.8 14.3 26.2 9.4 13.6 30.5 x1.0
Tk-Instruct® 35.3 48.0 53.6 42.1 54.0 62.0 x1.0

" #Decoder-only model
GPT-2 XL (1.5B)* - 38.2 - - 453 - x0.33
OPT (13B)* - - 44.8 - - 51.5 x0.36

" # Hypernetwork-based model
Hypter* 12.1 16.8 15.5 10.6 14.2 134 x0.35
HyperTuning? - 38.9 - - 48.6 - x0.34
HINT* 333 47.2 51.1 41.8 532 56.4 x0.37
TAGI (Ours) 353 48.4 52314 42.5 56.3 5841 x0.39

4.3 Implementations

We limit our scope to encoder-decoder models for our experiments*. We use T5-LM-Adapt® and
TO [30] as initializations in our experiments. The two model groups have the same architectural
framework but differ in weight; TO uses TS5-LM-Adapt for initialization and undergoes multi-task
training on the P3 meta-training set. For SNI, only T5-LM-Adapt is considered, and three different
sizes are tested: Base (250M), XL (3B), and XXL (11B), with the teacher model being TK-Instruct
[37]. For P3, we experimented with two sets of models of three different sizes: Base (250M), Large
(800M), and XL (3B) with the only template as input, while the teacher model being FiD-ICL [41]
with 16-shot examples. The A.4 contains more implementation details and experimental settings.

4.4 Main Results

Super-Natural Instructions. We report the performance and inference costs of TAGI models and
baselines in Table 2. Our analysis and findings yield several key insights:

o Firstly, methods lacking finetuning exhibit subpar performance. As shown in the first row of the
table, the performance of No FT is significantly lower than other baseline methods by approximately
30 points (except for Hypter), which underscores the critical role of inductive bias, introduced during
meta-training, in enhancing the model’s instructional adherence and cross-task generalization.

o Secondly, TAGI demonstrates notable improvements over other hypernetwork-based baselines,
with only a marginal increase in inference overhead (see Table 2 last column). We find that TAGI
still outperforms the advanced method HINT (> 2 points) while achieving similar computational
savings. This highlights the efficacy of instruction learning with knowledge distillation. The
underperformance of HINT and Hypertuning may stem from their sole reliance on cross-entropy
with the target during meta-training, lacking explicit supervision of intermediate task-specific module
parameters and implicit supervision of the teacher outcome. This deficiency impedes their ability to
fully leverage instruction tasks for generating superior adapter parameters during meta-test.

e Thirdly, TAGI consistently matches or even surpasses robust baselines in both zero- and
few-shot settings. Comparing TAGI with multi-task finetuning approaches such as Full FT and
TK-Instruct, we observe that TAGI achieves comparable performance (0 — 2.3 points) except for
11B while utilizing approximately 2.5 x fewer FLOPs. TAGI’s performance on the 11B model is
somewhat lacking, potentially attributable to either insufficient training due to resource limitations
or a decrement in performance stemming from the omission of parameter alignment constraints
due to time constraints®. In alignment with prior research, TAGI significantly surpasses GPT-2 and
OPT-13B in comparative analyses with decoder-only models (> 10 points in GPT2 and > 7 points

“We have discussed in detail the encoder-decoder and decoder-only models in B.1.
Shttps://huggingface.co/google/t5-x1-1m-adapt
We discuss the trend and possible reasons in B.2
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Table 3: Average accuracy results over TO evaluation tasks after training on the TO P3 train set. o
means results are from [41]. © trained by us followed the Tk-Instruct (meta-training) [37]. Our
method uses only template inputs without demonstrations yet achieves competitive performance with
ICL-based methods using 16 shots, with much-reduced inference overhead. The Average Relative
Inference Time is calculated relative to the Metatrain. We use the inference time required by each
model to process all 11 test tasks with batch_size of 1.

T5-LM TO Avg. Rel.

Method Base (250M) Large (800M) XL (3B) Base (250M) Large (800M) XL (3B) Infer. Time
# MTestl1 Avg.
Zero-shot 439 41.5 42.6 49.1 52.4 57.6 x1.0
Full FT 44.6 45.5 47.2 51.9 56.6 61.4 x1.0
Metatrain 44.1 52.4 53.1 50.1 52.4 56.8 x1.0

" #ICL-based method ~ oo oo oo oo oo oo oo
Concat-ICL* 44.2 47.6 - 48.6 53.2 - x4.1
FiD-ICL* 47.0 55.2 60.0 51.0 53.4 58.2 x1.9
Ensemble-ICL“ 44.6 54.5 52.6 49.9 53.7 57.7 x13.2

" # Hypernetwork-based model ~ oo oo oo oo oo
Hypter* - - - - - 56.2 -
HINT* - - - - - 60.3 -
TAGI (Ours) 45.6 54.7 58.9 50.8 538 58.8 x0.88
# HyperT5 Avg. (Without SCloze dataset)
FiD-ICL* 46.9 55.8 60.6 51.7 539 58.5 x1.9
HyperTuning® - 54.6 59.6 - - - -
TAGI (Ours) 46.7 56.0 59.8 51.7 54.6 59.2 x0.88

in OPT-13B), affirming the superiority of encoder-decoder models within similar meta-learning
frameworks. Overall, TAGI fulfills its objective by enhancing cross-task generalization capabilities
through instruction learning and striking an optimal balance between performance and efficiency.

P3. We report results on the TO evaluation set in Table 3, with full results in C.2.

o Firstly, examining the ICL-based methods presented in the middle section, it is evident that all three
ICL aggregation strategies achieve superior performance. This underscores the utility of instructions
and demonstrations in aiding LLMs. However, these methods require concatenating extensive
demonstrations during both training and inference, which significantly increases computational
demands and reduces efficiency (x2 - x 13.2 inference time). In contrast, TAGI by leveraging solely
task instructions one time, attains comparable or superior accuracy levels while significantly
curtailing computational burdens (x0.88). TAGI demonstrates a slight disadvantage (merely 1.2
points) to FiD-ICL [41] on T5-LM, yet it outperforms other methods (> 1 point). For TO, it is only
1.5 points lower than Full FT and exceeds all ICL-based methods. Notably, TAGI does not require the
16 examples like the ICL-based method, nor does it necessitate repeated processing of instructions
like the baselines, significantly reducing inference overhead.

e A comparison of the first three lines of results indicates that for large or XL models, initializing
with T5-LM outperforms T0. We hypothesize that the process of training T5-LM to transition into
TO might result in the dilution of world knowledge or the diminishment of certain specific capabilities,
thereby attenuating the benefits derived from meta-training. Conversely, for models of base size, TO
serves as a more effective initialization point.

e Furthermore, TAGI outperforms competing hypernetwork models’. By comparing the last
two columns, it is evident that the performance in MTest11 surpasses HINT and Hypertuning by
0.5 and 4.6 points respectively. Additionally, in the HyperT5 evaluation, the performance exceeds
Hypertuning by 1 point. This aligns with prior findings, suggesting that instruction learning augments
the hypernetwork’s task comprehension and its capacity to generate task-specific adapters.

4.5 Varying Number of Meta-Training Tasks

A fundamental component of our methodology is incorporating parameter alignment in instruction
learning. Consequently, it is imperative to examine the effect of varying the number of tasks on which

"Because HINT is designed for TPU and Hypertuning is not open-sourced, we didn’t calculate their inference
time. However, based on SNI experiments, it can be inferred that the trend of time expenditure is consistent.
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Figure 3: The performance of different numbers of meta-training tasks. The backbone model is
T5-LM-Base, all trained for 20,000 steps.
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Figure 4: The percentage of generated parameters (%) against performance (RougeL). The backbone
model is T5-LM-Base, all trained for 20,000 steps.

parameter alignment is applied on outcomes and its influence on the generalization capabilities of
LLMs. To this end, we conduct a comprehensive experimental analysis to compare the efficacy of
instruction learning with parameter alignment across a spectrum of task quantities against instruction
learning devoid of parameter alignment. Tasks are organized in descending order based on the number
of datasets encompassed within each. Subsequently, a predetermined number of tasks are sequentially
selected for meta-training purposes. This approach allows us to systematically evaluate the impact of
parameter alignment on learning and generalization as the number of tasks varied.

From Figure 3, we find that, firstly, an increase in the number of tasks correlates with improved
performance across all methods, suggesting that meta-training across a broader array of tasks
enhances the model’s instruction-following capabilities. However, the practical limitations of sourcing
a sufficient quantity of tasks for meta-training must be acknowledged. Secondly, it was observed
that the TAGI model exhibits lower overall performance in the absence of parameter alignment for
instruction learning, yet it demonstrates a smaller relative standard deviation and less variability in
performance in response to the number of tasks. This pattern aligns with the expected outcomes of
instruction learning, highlighting the efficacy of our approach in bolstering the model’s ability to
adhere to task instructions and generate task-specific adapters.

4.6 Parameter Size against Performance

We analyzed the proportion of generated parameter sizes relative to the total parameter size during
the generation of various ranks, and compared this to the performance of the full meta-training
fine-tuning method, as demonstrated in Figure 4 and Table 7. We can find that TAGI requires only
about 10% of the parameters to outperform full meta-training fine-tuning which indicates
that the limited parameters generated by the Hypernetwork serve as an optimal solution for
task completion. The ability to adaptively construct models tailored to specific tasks removes the
necessity for additional fine-tuning, underscoring TAGI’s effectiveness and efficiency.
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4.7 Ablation Study

To evaluate the significance of each component within  Table 4: Ablation study of TAGI model. All
the TAGI model, we conducted a series of experiments models utilized are T5-LM-XL (3B) and
across two meta-task datasets utilizing the T5-LM-XL  training for 20,000 steps. The P3 dataset
(3B) model. The results as depicted in the Table 4, high- was selected by the HyperT5 evaluation.

%ight that tl.le instructions fusion plays a pivotal role " iethod Def Def + 2Pos. P3
in ’enhancmg quel performance. Thl.s process fa- TR Instroct 250 540 -
f:lhtates. dynamlfz interaction betwgen the input apq the TR Instruct.LoRA 475 546 )
instructions, enriching the model’s input with additional TR Instruct-Prefix  42.6 542 }
contextual information, reminiscent of the substantial ™ Hypertuning =~~~ ~ 389 486 596
benefits observed with ICL. Moreover, pretraining  HINT 47.2 532 60.3
emerges as a critical phase, markedly improving the ~_TAGL 48.4 56.3 60.6
capabilities of models that have not undergone pretrain- ~ “APlation Study

. .. . . . w/o pretraining 47.1 55.6 58.3
ing, thereby mgmﬁcant]y. enhanqng thel'r proficiency /0 < Fus. 351 20.6 440
in interpreting and executing task instructions. Further- /o £, 47.6 55.4 59.8
more, the systematic removal of various components  w/o £y 45.7 53.9 573
during the finetuning phase indicates a consistent  Ww/o Lin 47.5 552 594
decline in performance, underscoring the integral con- _W/0 Hypernetwork  43.8 0.7 -

tribution of each component to the model’s overall efficacy.

Compared to meta-learning methods such as LoRA fine-tuning (rank=32) "Tk-Instruct-LoRA", prefix
fine-tuning (num_virtual _tokens=32) "Tk-Instruct-prefix", and full fine-tuning "Tk-Instruct", our
TAGI method enhances task comprehension and utilization which achieved through a hypernetwork
that dynamically generates adapter LoRA insertions into the LLM based on input, leads to better cross-
task generalization capabilities. Notably, prefix fine-tuning excels in the Def + 2Pos scenario, likely
due to its effective integration of information from positive examples. Conversely, the Def scenario
performs less satisfactorily, indicating that instructions alone are insufficient for optimal results.
Comparative analysis with other hypernetwork models reveals that TAGI’s ablation performance
remains robust, affirming the effectiveness of each step in bolstering TAGI’s operational efficiency.

5 Conclusions

In this paper, we introduce an innovative method of instruction learning designed to emulate instance
training. This approach enables the model to achieve specified tasks and learn from instructions on
how to address a category of problems. The proposed TAGI seamlessly integrates instruction into the
input and processes the instruction simultaneously, thereby ensuring minimal inference overhead.
Concurrently, we employ a knowledge distillation framework to facilitate instruction learning for
distilling skills and aligning task-specific models. This allows the hypernetwork to transform task
instructions into an efficient module inserted into the LLMs, thereby boosting generalization perfor-
mance. Remarkably, TAGI consistently equals or surpasses the efficacy of conventional meta-training
approaches while requiring fewer FLOPs and obviating the need for additional model parameters
updating or gradient back-propagation. Future work will investigate more potent hypernetwork
pretraining techniques and develop superior instruction fusion methods to augment the hypernet-
work’s expressive capability, thereby enhancing the model’s ability to generalize to unseen tasks.
Moreover, future work will investigate various task type classifications and the generalization effects
of cross-modal tasks in instruction learning.
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A Experimantal Settings

A.1 Problem Setting

Meta-Training and Inference: Our methodology rigorously adheres to the protocol outlined in
MetalCL [21]. In the meta-train phase, we commence by selecting a task 7 from Ty.4;5,, followed

by the sampling of k support examples {(xgs), yfs))} and m query examples {(ml(-q)7 yz(q))} from the
chosen task. The proposed hypernetwork is then adjusted to minimize the overall loss, focusing on
generating a task model that can accurately predict the target sequences (e.g., answer) for source
sequences (e.g. question). During the meta-test/inference phase, for each novel task in T;cst, we
employ instructions to create the task-specific adapter, to optimize the model’s performance across

(@) (Q))}_

all query examples {(z;", y;

Table 5: Number of samples in given splits for each dataset.

Dataset Examples per Task Train Test
Super-Natural Instructions 100 75,417 11,810
P3 - 90,897,454 2,940,068
P3 (Sampling) 1000 290,000 2,940,068

A.2 Datasets

During the pretraining phase, we utilized the C4 dataset [29], truncating each sequence to 1024 tokens.
For the training phase, we employed Super-Natural Instructions (SNI) [37] and P3 datasets [30] for
meta-training and meta-test. For SNI, we adhered to the default settings [13; 37], which include 100
examples per task for both the training and test splits. For P3, we used the data and prompts provided
by TO. All prompts related to the meta-training tasks were included in the meta-training process,
while the meta-test phase utilized evaluation prompts specified by TO [30]. We treated ANLI R1, R2,
and R3 as three distinct tasks, resulting in 11 tasks for the original meta-test in P3 (Meta-Test-11).
Due to resource constraints, we deviated from the sampling procedures of prior work, opting to
sample 1000 examples per task for each prompt template. This approach yielded a smaller dataset
size, as detailed in Table 5. For further information on P3 refer to [30]. Additionally, to facilitate
comparison with the Hypertuning method, we excluded the StoryCloze task from the evaluation since
it was not included in the datasets for the HyperT5 evaluation.

A.3 Split Sizes for Varying Number of Meta-Training Tasks

As shown in Table 11 and Table 12, we present a comprehensive list of the two datasets, including the
number of tasks or templates contained in each task and the task divisions from § 4.5 experiments. The
divisions in the table are cumulative; thus, the second division includes both the first and the second
divisions. For SNI, tasks were sorted in descending order based on the number of tasks they contained
and then divided into specified sizes (6, 15, 30, 60). For P3, we selected a specified number of tasks
(5, 10, 20, 36) based on the task classification in the original paper, which includes categories such as
Multiple-Choice QA, Closed-Book QA, Summarization, Structure-To-Text, Paraphrase Identification,
Sentiment, Topic Classification, and Extractive QA.

We obtain all our data from huggingface datasets [16]. In the following, we provide the dataset links:

* Super-Natural Instructions: https://github.com/allenai/
natural-instructions

* P3: https://huggingface.co/datasets/bigscience/P3
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Additionally, the Super-Natural Instructions dataset (previously known as Natural Instructions-v2)
has undergone some changes over time. In our experiments, we use the v2.6 version.

A.4 Implementations

Our implementations are based on huggingface transformers v4.23.1 [40] using PyTorch v1.13.1 [26]
and deepspeed® v0.10.0. All experiments were conducted on 4 A100 NVIDIA GPUs, each equipped
with 80GB of memory, and eight A6000 NVIDIA GPUs with 48GB of memory. Unless otherwise
specified, the rank of LoRA generated by the hypernetwork is 32, and we use the Adamw optimizer
with a learning rate of 5e-5 and a linear warmup rate of 0.02. We pre-train all models for 50,000 steps
using C4 [29] with a batch size of 8 samples and sequences of length 1024.

A.5 TO0-Base/Large/3B

TO [30] provides model checkpoints only in sizes 3B and 11B. Additionally, HINT [13] and FiD-ICL
[41] re-pretrained TO and found that the model was not sufficiently trained, achieving better results
after reproduction. Therefore, we used the TO model ? reproduced by FiD-ICL to conduct a series of
experiments.

Table 6: Hyperparameters for Training TAGI Models and LoRA Tuning.

Finetuning
SNI P3

LoRA Tuning Pretraining Base (250M) XL(3B) XXL (11B) Base (250M) Large (800M) XL(3B)
Max Input Len 1024 1024 1024 1024 1024 512 512 512
Max Output Len 128 - 128 128 128 64 64 64
Optimizer adamw adafactor adamw adamw adamw adamw adamw adamw
Learning Rate le-4 le-3 le-4 Se-5 Se-5 le-4 le-4 Se-5
precision bf16 float32 bf16 bf16 bf16 bf16 bf16 bf16
# Training Steps 10000 50000 20000 20000 20000 20000 20000 20000
# Warmup Steps - - # 2% of total training steps
Batch Size 8 8 8 2 1 8 4 2
Gradient Accumulation 2 1 2 4 2 2 4 4
LoRA Rank #32

A.6 Hyperparameter

The complete stable hyperparameter set used for training runs can be found in Table 6.

B Additional Experiments and Findings

B.1 Why we choose Enc-Dec Models?

Previous work has suggested that models with an encoder-decoder (enc-dec) structure have advantages
over decoder-only (dec-only) models in terms of task generalization and instruction-following
capabilities [20; 35; 41]. Therefore, in our experiments, we only considered models with an enc-dec
structure (TS5-LM and TO). Our experimental results demonstrated that enc-dec models indeed have
an advantage when compared, although dec-only models might have higher computational efficiency
due to their ability to cache KV and have fewer layers. However, our method, TAGI, significantly
improves performance in various aspects with only a slight increase in computational overhead. We
encode the task instructions only once based on the original computation.

B.2 T5-LM-XXL Training Trend

In this section, we detail how the performance of the T5-LM-XXL (11B) model surpasses the
hypernetwork models but falls short of the meta-trained strong baseline Tk-Instruct by 1-4 points,
as mentioned earlier in § 4.4. The primary reason is insufficient training; when replicating the
Tk-Instruct experiment, our results were significantly lower than reported when finetuning for only

$https://github.com/microsoft/DeepSpeed
‘https://huggingface.co/ginyuany/fid-icl-t0-large
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Figure 5: Analysis of TS-LM-XXL (11B).

20,000 steps. Consequently, we analyzed the performance of our TAGI model at different finetuning
steps. As shown on the left side of Figure 5, performance steadily improves with more steps with
substantial growth. Thus, we reasonably predict that increasing the steps to 50,000 or more could
surpass Tk-Instruct. Another possible reason is the lack of parameter alignment for the 11B model
due to limited resources. Our previous analysis has shown that parameter alignment is crucial, with
larger models benefiting more. Therefore, we analyzed performance with a small number of tasks for
parameter alignment. As shown on the right side of Figure 5, performance with parameter alignment
for 6 and 15 tasks is better than without alignment. Based on these trends, it can be inferred that
performance with full task parameter alignment could surpass Tk-Instruct.

B.3 Analysis on Hyperparameters

To explore the optimal hyperparameter settings for our experiments, we conducted a series of tests
and error analyses using the T5-LM-Base (800M) model. The findings presented in Table 7 reveal
that variations in hyperparameters can lead to performance fluctuations, particularly with higher
learning rates or reduced finetuning steps. Given the varying pre-training conditions of models of
different sizes, a size-specific analysis is essential; however, details on larger models are omitted here
due to resource limitations.

We observed that different settings of LORA minimally affect performance, leading us to select a
balanced size of 32. Similarly, the impact of the warmup ratio is negligible; thus, based on our
experience, we chose a warmup ratio of one percent of the maximum finetuning steps. While more
finetuning steps generally correlate with improved performance, excessive finetuning can result
in overfitting on meta-training tasks, thereby diminishing generalizability. Moreover, increased
finetuning steps require greater computational resources. Consequently, we determined that the
optimal number of finetuning steps is 20,000 based on our experimental outcomes.

B.4 How \; and )\, are tuned?

In the experiment, we set A; and A, to two different values: A\; = 5 and Ay = sigmoid(Liys). The
effects of these different A values on the results are illustrated in Figure 6 and Table 8. We maintained
all other conditions constant and only varied A to perform an ablation experiment at Def+2Pos.
scenario.

B.5 Inference Cost

To analyze the computational efficiency of the TAGI model compared to the standard instruction
training model (full fine-tuning), let’s consider a scenario where we have to process n samples,
each of length ¢, along with a task instruction of length ¢. We assume the output sequence length is
negligible and thus ignore it in our computations.

In a typical full fine-tuning setup, such as Tk-Instruct, each input is concatenated with the task
instruction, requiring the model to process the combined input sequence. If we denote the number
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Table 7: Performance variation due to different hyperparameters. The base model is TS-LM-Base, and
all experiments follow the previous hyperparameter settings, changing only the target hyperparameter,
where underlines indicate experimental defaults.

Learning Rate LoRA Rank Training Steps Warmup Ratio
Method Se-5 le-4 3e4 le3 16 32 64 15000 20000 25000 0.01 0.02 0.03
SNI
Def + 2 Pos.

Tk-Instruct [37] 41.3 41.8 422 389 - - - 414 41.8 42.1 415 418 40.6
TAGI (Ours) 42.1 425 403 397 41.8 425 423 418 42.5 424 423 425 419
Def

Tk-Instruct [37] 35.0 342 326 31.7 - - - 34.4 34.2 345 350 342 343
TAGI (Ours) 343 353 335 31.8 348 353 354 342 353 354 348 353 349
P3

MTestl1 Avg.

Metatrain 433 441 43.6 409 - - - 44.0 44.1 443 442 441 436
TAGI (Ours) 440 456 440 41.6 448 456 455 443 45.6 452 451 456 448

Rougel vs A; RougeL vs A

025 5,42.5) —o— Az=sigmoid(L_{ins}) 41.60 4 0.5, 41.6) —8— M1=5

41.55 4

41.50

41.45 4
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Figure 6: Ablation study on A hyperparameters. The backbone model is T5-Base.

of FLOPs required to process a single token with an encoder-decoder model as N, where N is the
total number of model parameters, then the total computation cost for all samples can be estimated
as: FLOPSgundara = IV - n(t + ) Here, each of the n samples includes both the instruction and the
sample input, leading to n(t + i) tokens being processed.

Our TAGI model, on the other hand, processes the task instruction only once, regardless of the
number of samples. This unique feature significantly reduces the computation required, especially as
the number of samples or the length of the instruction increases. The total computation cost in this
model is given by: FLOPstagr = N - (¢ + ni) In this case, the instruction length ¢ is processed only
once, and each sample is processed separately, resulting in a total of (¢ + ni) tokens being processed.

C Extended Results

C.1 Characteristics Comparison of the Proposed TAGI and Other Baselines

Here, we report a full comparison of methods and the proposed TAGI in Table 9, also visualized
in Table 1. In this report, we compare various methods across eight dimensions. Finetuning on
target tasks yields good performance; however, it necessitates retuning when applied to unseen tasks
and fails to address these effectively. Strong baseline meta-training methods excel at handling
unseen tasks by enabling models to solve problems based on task-specific instructions. Nevertheless,
these methods are limited to instance-level operations and entail repetitive processing of concatenated
instructions and comprehensive finetuning, resulting in significant parameter updates and high
inference costs.
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Table 8: Ablation study on A hyperparameters. The backbone model is T5-Base.

A1 Ao RougeL
0.5 sigmoid(Lins) 40.1
2 sigmoid(Lins) 40.9
5  sigmoid(Lins) 42.5
10 sigmoid(Lins) 38.7
5 0.2 41.3
5 0.5 41.6
5 1.0 41.2

Hypter [42] initially introduced the approach of considering tasks at the task level, treating identical
tasks as a unified entity, and employing a hypernetwork to generate adapters that represent specific
task models from instructions. Building on this, Hypertuning [27] uses demonstrations to generate
adapters and pretrains the hypernetwork to boost its expressive capabilities. Both strategies avoid
the direct input of instructions and rely on hypernetwork, which reduces parameter updates and
lowers computational demands during inference. However, they suffer from notable performance
degradation due to the lack of instructional information in the input.

HINT [13] addresses this issue by appending instructions post-encoder, thus eliminating redundant
computations. Although these methods facilitate learning at the task level, they do not engage in
instruction-based learning, i.e., they do not explicitly supervise the hypernetwork’s generation process
to aid in understanding instructions and generating parameters.

The proposed TAGI rectifies these deficiencies by integrating cross-attention for enhanced infor-
mation fusion and supervised learning of adapter weights within HINT. This innovation aids in
generalizing to unseen tasks without increasing the computational burden.

Table 9: Compare the characteristics of all comparison methods and the proposed TAGI.

Meta-  Pre- Instr.  Instr. Low Up. Low Infer. Instr. Unseen
Method Train Train Concat. Fus.  Params Cost Learning  Task
Simple FT X X v v X X X X
TO [30] / Tk-Instruct [37] ¢/ X v v X X X vvv
Hypter [42] v X X X v v X v
HyperTuning [27] v v X X v v X v
HINT [13] v v v X v v X vv
TAGI (Ours) v v v v v v v vvy

C.2 P3 Full Results

Table 10 reports the per-task performance and average accuracy on P3 reported in Table 3.

D Limitations

Large Language Models. Due to computational constraints, most of our experiments were conducted
using models with < 3B parameters. Given the complexity of our research, we restricted our focus to
encoder-decoder models, which have demonstrated superior performance in cross-task generalization
[35], which we explore further in B.1. Consequently, it remains uncertain whether instruction learning
can be effectively scaled to larger models (> 7B parameters) or commonly used decoder-only
models. However, since our method preserves the original model parameters without compromising
performance, we anticipate its applicability to broader research in the future.

Training Costs. Although TAGI is computationally efficient during inference, its training cost is
significantly higher. This is due to the additional requirements beyond the foundation laid by previous
work, including the introduction of knowledge distillation, running a hypernetwork to generate
adapters for each batch, and pre-training some downstream task-specific models. Consequently, while
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Table 10: Main Full P3 Results. "-" means not reported. 1 and { mean the results are from FiD-ICL
[41] and Hypertuning [27] respectively. & Computed as the average of R1/R2/R3 (except for HyperTS
rows where the numbers are quoted). More ICL-based results and details can be seen FiD-ICL [41].

MTestll  HyperT5

Method ANLI® (R1) (R2) (R3) HSwag CB COPA RTE WiC WSC WGD SCloze Avg Ave
Random 334 334 334 334 250 500 500 527 50.0 635 500 50.0 447 46.8
# Base(250M)

T5-LM T 334 333 335 335 247 443 543 479 497 579 498 54.1 439 452
T5-LM Full FT 33.8 345 334 335 248 665 457 511 537 463 498 50.9 44.6 46.5
T5-LM Metatrain 31.0 303 295 331 250 405 526 512 502 584 474 66.6 44.1 44.6
T5-LM-FiD * 33.0 324 331 334 267 425 588 546 511 579 503 76.3 47.0 46.9
T5-LM-TAGI 32.1 315 317 33.1 250 445 547 537 523 605 508 64.0 45.6 46.7
TO T 323 315 324 331 265 458 659 693 516 567 512 76.1 49.1 49.9
TO Full FT * 335 326 339 339 29.1 732 663 680 53.1 509 510 79.0 51.9 53.1
TO Metatrain 32.1 31,5 315 332 29.5 504 642 682 477 616 528 80.8 50.1 50.8
TO-FiD * 32.7 31.7 329 336 262 549 682 681 519 603 513 823 51.0 51.7
TO-TAGI 32.7 31.1 319 350 298 493 67.1 700 49.0 612 544 79.6 50.8 51.7
# Large(800M)

T5-LM T 32.7 32.1 334 327 253 338 505 490 51.0 504 505 47.8 415 429
T5-LM Full FT * 34.1 351 336 336 26.1 654 47.1 517 535 475 499 56.5 45.5 46.9
T5-LM Metatrain 31.3 30.0 305 334 27.0 604 776 719 470 564 548 87.2 524 533
T5-LM-FiD f 344 339 334 3538 28.3 60.2 81.1 726 50.7 637 556 91.6 55.2 55.8
T5-LM-TAGI 33.7 335 325 351 278 629 790 761 529 579 582 86.2 54.7 56.0
TOT 34.1 322 342 360 26.1 568 766 653 50.8 564 539 88.4 524 52.5
TO Full FT * 353 345 354 362 33.1 80.1 808 69.2 541 532 563 90.0 56.6 57.8
TO Metatrain 329 31,5 318 355 24.5 594 770 651 488 567 576 88.0 524 52.8
TO-FiD * 334 31.8 328 357 26.1 60.7 776 671 521 59.1 547 89.5 534 53.9
TO0-TAGI 32.7 315 329 36.6 27.3 613 79.6 687 482 599 564 89.4 53.8 54.6
HyperT5-Prefix 334 - - - 323 60.1 739 715 51.1 630 Sl - - 54.6
HyperT5-LoRA * 33.6 - - - 33.0 495 742 674 520 640 529 - - 533
#XL(3B)

T5-LM T 327 322 334 327 246 327 53.1 488 508 57.6 509 51.4 42.6 439
T5-LM Full FT 34.6 355 343 339 27.1 67.8 548 507 537 477 507 63.3 472 48.4
T5-LM Metatrain 327 31,5 323 343 333 595 748 695 526 538 542 88.4 53.1 53.8
T5-LM-FiD f 393 39.8 376 404 314 670 923 788 504 645 612 96.5 60.0 60.6
T5-LM-TAGI 37.7 378 36.1 393 320 682 894 766 53.6 612 596 94.2 58.9 59.8
TO T 38.0 38.4 357 40.0 26.5 67.7 822 80.1 535 573 578 94.0 57.6 579
TO Full FT * 385 375 388 392 38.7 819 88.0 80.1 559 595 614 95.0 61.4 63.0
TO Metatrain 37.0 373 332 404 248 669 819 789 527 602 556 92.8 56.8 57.3
TO-FiD f 38.6 39.0 365 405 28.5 629 874 746 521 627 610 95.5 58.2 58.5
TO-TAGI 38.7 39.5 356 41.0 26.5 68.7 87.8 782 522 618 598 95.6 58.8 59.2
HyperT5-Prefix 38.7 - - - 336 696 84 795 531 576 566 - - 59.6
HyperT5-LoRA * 353 - - - 308 664 833 685 503 60.0 56.1 - - 56.4

TAGI may be highly efficient for inference and suitable for users with limited resources, training a
unique TAGI model presents considerable challenges.

Datasets. In the SNI study, our investigation was limited to tasks in English, leaving the generalization
capabilities in a multilingual context unexplored. However, given the proven effectiveness of
hypernetwork methods in achieving multilingual generalization [2; 45], we are optimistic about
the potential directions for our future research in this domain. Furthermore, in P3, we adopted the
methodologies of TO [30] and FiD-ICL [4 1], concentrating primarily on natural language processing
(NLP) tasks amenable to ranking classification. This focus included tasks related to classification and
multiple-choice questions but excluded other types of generative tasks. Looking ahead, we aim to
develop new research resources and broaden our experimental scope and evaluations to encompass a
more diverse array of categories.
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Table 11: Meta-Train dataset of Super-Natural Table 12: P3 dataset tasks. T means evaluation

Instructions.
Task # Num of Task
First Split (6 Tasks)
Question Answering 157
Program Execution 90
Question Generation 51
Sentiment Analysis 42
Misc. 36
Toxic Language Detection 32
Second Split (15 Tasks)
Text Categorization 28
Commonsense Classification 23
Text Matching 17
Named Entity Recognition 17
Information Extraction 17
Wrong Candidate Generation 15
Text Completion 14
Question Understanding 13
Text to Code 12
Third Split (30 Tasks)
Summarization 12
Dialogue Generation 11
Word Semantics 10
Story Composition 9
Speaker Identification 9
Pos Tagging 9
Linguistic Probing 9
Fill in The Blank 8
Text Quality Evaluation 7
Stereotype Detection 7
Sentence Composition 7
Negotiation Strategy Detection 7
Gender Classification 7
Coherence Classification 6
Word Relation Classification 5

Fourth Split (60 Tasks)
Explanation

Text Simplification

Sentence Perturbation
Paraphrasing

Mathematics

Intent Identification
Dialogue State Tracking
Code to Text

Sentence Ordering

Fact Verification

Answer Verification
Translation

Style Transfer

Stance Detection

Speaker Relation Classification
Question Decomposition
Number Conversion

Irony Detection

Grammar Error Detection
Spelling Error Detection
Spam Classification
Sentence Expansion
Sentence Compression
Punctuation Error Detection
Preposition Prediction

Poem Generation

Entity Relation Classification
Entity Generation

Discourse Relation Classification

Discourse Connective Identification

_ e e = = R RN RN RPN WWWEARDRBRDSDRWO
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without story_cloze.

Task

# Num of Prompts

Meta-Train

First Split (5 Tasks)
cosmos_qa
kilt_tasks_hotpotqa
amazon_polarity
cnn_dailymail_3.0.0
common_gen

—_
© oo ;g

Second Split (10 Tasks)
glue_mrpc
adversarial_qa_dbert
ag_news

dream

gigaword

N=RV, BN RV N

Third Split (20 Tasks)
paws
wiki_ga
ropes
quoref
dbpedia_14
multi_news
imdb

quail
quartz
wiki_bio

Fourth Split (36 Tasks)
adversarial_qa_dbidaf
adversarial_qa_droberta
duorc_SelfRC
duorc_ParaphraseRC
cos_e_vl.11

qasc

sciq

glue_qgp

social_i_qa
wiki_hop_original
wiqa

app_reviews
rotten_tomatoes
yelp_review_full
samsum

Xsum

O \O W

—
—_

— —
oINS B~ 0O

Meta-Test

super_glue_wsc.fixed
winogrande_winogrande_xl
super_glue_cb
super_glue_rte
anli(r1/r2/r3)
super_glue_copa

hellaswag

super_glue_wic

story_cloze t

45571



NeurlIPS Paper Checklist

1. Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: The abstract and introduction accurately reflect the paper’s contributions and
scope.

Guidelines:

* The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
Justification: We can find the limitations in D.
Guidelines:

* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

* The authors are encouraged to create a separate "Limitations" section in their paper.

* The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

* The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

* If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory Assumptions and Proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [NA]
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Justification: Our paper does not include theoretical results.

Guidelines:

The answer NA means that the paper does not include theoretical results.

All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

All assumptions should be clearly stated or referenced in the statement of any theorems.
The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

Theorems and Lemmas that the proof relies upon should be properly referenced.

4. Experimental Result Reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: We can reproduce the main experimental results following our settings in A
and 4.

Guidelines:

The answer NA means that the paper does not include experiments.
If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.
If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.
Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

While NeurIPS does not require releasing code, the conference does require all submis-

sions to provide some reasonable avenue for reproducibility, which may depend on the

nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code

Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
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Answer: [Yes]

Justification: We’ll open source the code to an anonymous site https://anonymous.
4open.science/r/TAGI and put it on github after review.

Guidelines:

* The answer NA means that paper does not include experiments requiring code.

* Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

 The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

 The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

* The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

* Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.
6. Experimental Setting/Details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: We can find the experimental settings (hyperparameters and datasets) in 4.3
and A.

Guidelines:

» The answer NA means that the paper does not include experiments.

» The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

* The full details can be provided either with the code, in appendix, or as supplemental
material.
7. Experiment Statistical Significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]
Justification: We examined the effect of different hyperparameters on results in B.3.
Guidelines:

* The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).
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« It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

* For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

* If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.
8. Experiments Compute Resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]
Justification: We can find it in 4.3 and A.
Guidelines:

* The answer NA means that the paper does not include experiments.

* The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code Of Ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]
Justification: All of our studies follow the NeurIPS Code of Ethics.
Guidelines:

¢ The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).
10. Broader Impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [NA]
Justification: There is no societal impact of the work performed.
Guidelines:

» The answer NA means that there is no societal impact of the work performed.

e If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.
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» The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]
Justification: The paper poses no such risks.
Guidelines:

» The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

 Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]
Justification: We follow their open-source protocols in all our uses.
Guidelines:

* The answer NA means that the paper does not use existing assets.
* The authors should cite the original paper that produced the code package or dataset.

 The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.

 For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

* If assets are released, the license, copyright information, and terms of use in the package
should be provided. For popular datasets, paperswithcode.com/datasets has
curated licenses for some datasets. Their licensing guide can help determine the license
of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.
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* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New Assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [NA]
Justification: This paper does not release new assets.
Guidelines:

» The answer NA means that the paper does not release new assets.

* Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and Research with Human Subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]
Justification: This paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with

human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional Review Board (IRB) Approvals or Equivalent for Research with Human
Subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: This paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with

human subjects.

* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.
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